![A picture containing plate, drawing, food

Description automatically generated](data:image/png;base64,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)

**ANL252**

**Python For Data Analytics** ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAi4AAAABCAIAAAB2TbJCAAAAA3NCSVQICAjb4U/gAAAAFklEQVQ4jWNgGAWjYBSMglEwCgYUAAAGiwABWaJvCwAAAABJRU5ErkJggg==)

**End-of-Course Assessment**

**Submission Date:** **13 September 2021**

|  |  |
| --- | --- |
| Name | **PI Number** |
| Danial Loke Zhi Weng | Y1981340 |

**Qn1(a)(i)**

|  |  |
| --- | --- |
| **Code:** | import pandas as pd  # Reading the "ship.csv" as a DataFrame  # The missing values in the data are ".", thus need to mention it under na\_values to declare as missing values.  ship = pd.read\_csv("ship.csv", na\_values = ".")  ship  # ship.isnull().sum(). To check if the number of missing values tally with the question. |
| **Output:** |  |

**Qn1(a)(ii)**

|  |  |
| --- | --- |
| **Code:** | # Use .rename to rename the columns.  ship.rename(columns = {"T":"types", "A":"c\_years", "P":"o\_periods", "MS":"s\_months", "Y":"incidents"}, inplace = True)  ship |
| **Output:** |  |

**Qn1(a)(iii)**

|  |  |
| --- | --- |
| **Code:** | # Since variables "types" and "o\_periods" are of interest, we group them using .groupby().  # After grouping, we can calculate the mean of "s\_months" and "incidents" based on the grouping by using .mean().  # We can use round() to round result to integers.  # Store results in "shipgroup"  shipgroup = round(ship.groupby(by = ["types", "o\_periods"])[["s\_months", "incidents"]].mean())  shipgroup |
| **Output:** |  |

**Qn1(a)(iv)**

|  |  |
| --- | --- |
| **Code:** | # To replace missing values, use .fillna().  # .fillna() is based on index, thus "ship" and "shipgroup" need to have the same index in order for .fillna() work.  # Set index for "ship" by using .set\_index so that the index will be the same as the shipgroup DataFrame.  # "drop" parameter should be False because we want to keep the respective columns after setting them as index.  ship.set\_index(["types", "o\_periods"], drop = False, inplace = True)  ship.fillna({"s\_months":shipgroup["s\_months"], "incidents":shipgroup["incidents"]}, inplace = True)  ship |
| **Output:** |  |

**Qn1(a)(v)**

|  |  |
| --- | --- |
| **Code:** | # Creating a pandas DataFrame named "Y" to save target variable "incidents".  Y = pd.DataFrame(ship["incidents"])  Y.reset\_index(drop = True, inplace = True)  Y |
| **Output:** |  |

**Qn1(b)(i)**

|  |  |
| --- | --- |
| **Code:** | # Convert the relevant variables to categorical using .astype().  ship.astype({"types":"category", "c\_years":"category", "o\_periods":"category"}) |
| **Output:** |  |

**Qn1(b)(ii)**

|  |  |
| --- | --- |
| **Code:** | # Use pd.get\_dummies to convert categorical data to dummy variables.  X = pd.get\_dummies(ship[["types", "c\_years", "o\_periods"]], columns = ["types", "c\_years", "o\_periods"])  X |
| **Output:** |  |

**Qn1(b)(iii)**

|  |  |
| --- | --- |
| **Code:** | import numpy as np  # log-transformation on s\_months using np.log.  # Attach to both "X" and "ship" DataFrames.  X["log\_s\_months"] = np.log(ship["s\_months"])  ship["log\_s\_months"] = np.log(ship["s\_months"])  print("This is to check if the transformed variable log\_s\_months is attached to both DataFrames: ")  display(X.head(), ship.head()) |
| **Output:** |  |

**Qn1(c)**

In general, when you split a DataFrame into training and testing datasets, a larger proportion of data will be used for training while a smaller proportion of data will be used for testing. The training dataset is used to train the model whereas the testing dataset is used to access the model's accuracy. This means that the quality and quantity of data used for training is crucial in determining the effectiveness of the model. Hence, assuming that the quality of the data is there, having a larger dataset allows for greater accuracy of a model as there will be more data to train.

In this case, the dataset is already relatively small where there are only 40 observations, thus splitting the DataFrame would not be ideal as it would further reduce the data that can be used for training. Therefore, using the entire dataset for training purpose instead would maximise the accuracy of the model, thus yielding a more statistically meaningful result as compared to splitting the dataset.

**Qn1(d)**

|  |  |
| --- | --- |
| **Code:** | # Saving df 'ship' as a new csv text file using .to\_csv.  ship.to\_csv("ship\_prepared.csv", index = False)  import sqlite3  # Create database by using .connect.  # Create a cursor for the DataBase.  # Create the df by reading the CSV "ship\_prepared".  # Export the df to database as tables by .to\_sql.  conn = sqlite3.connect("ship.db")  cur = conn.cursor()  ship\_prepared = pd.read\_csv("ship\_prepared.csv")  ship\_prepared.to\_sql("ship\_prepared", con = conn, if\_exists = 'replace')  conn.commit()  conn.close() |
| **Output:** | No output. |

**Qn2(a)**

The corresponding scikit-learn module for the Poisson regression would be the "linear\_model" module. This is because Poisson regression is a generalized linear model form of regression analysis that is used for modelling count data, thus being a type of linear model.

The estimator for the poisson regression can be found under "Generalized Linear Regression" from the "linear\_model" module. The estimator is called "PoissonRegressor". The parameters and the following default values of this estimator are sklearn.linear\_model.PoissonRegressor(\*, alpha = 1.0, fit\_intercept = True, max\_iter = 100, tol = 0.0001, warm\_start = False, verbose = 0).

"alpha" is a constant that multiplies the penalty term, thus influencing the regularization strength. "alpha" must be a float and an "alpha" of 0 refers to unpenalized GLMs. "fit\_intercept" is a boolean value (True/False) that determines if a constant should be added to the linear predictor. "max\_iter" requires an integer value that refers to the maximum number of iterations for the solver. "tol" is a float value that refers to the stopping criterion of the solver. "warm\_start" is a boolean value (True/False). If it is set as True, the solution of the previous call to fit will be reused as initialization to solve for the coefficient (coef\_) and intercept (intercept\_). "verbose" is a positive integer value that controls the level of verbosity.

The information of the model are known as attributes. The attributes of the "PoissonRegressor" are "coef\_", "intercept\_" and "n\_iter\_". "coef\_" is used to check the estimated coefficients for the linear predictor in the GLM. "intercept\_" is used to check the value of the intercept. "n\_iter\_" is used to check the actual number of iterations used in the solver.

The fit and predict are 2 of the functions of the "PoissonRegressor" estimator. "fit" is used to fit a Generalized Linear Model through the chosen X and Y variable values. The parameters and default values of "fit" are fit(X, y, sample\_weight = None). "X" refers to the training data. The object should be array-like or a sparse matrix that is 2 dimensional in shape (rows, columns). "y" refers to the target values. The object should be array-like that 1 dimensional (rows,). The object for "sample\_weight" should be array-like and 1 dimensional in shape. The default value as mentioned is "None".

The predict function returns the predicted values of Y with the X variables. The parameters of "predict" is predict(X). The object of "X" should be array-like or a sparse matrix that is 2 dimensional in shape (rows, columns). Predict will return the predicted values of Y in a 1 dimensional shaped array.

**Qn2(b)**

|  |  |
| --- | --- |
| **Code:** | # import the "linear\_model" module from sklearn.  from sklearn import linear\_model  clf = linear\_model.PoissonRegressor()  # For .fit() to work, the y parameter needs to be in a 1 dimensional array.  # Check the shape of the df X and Y.  print(f"The shape of DataFrames X and Y are {X.shape} and {Y.shape} respectively")  # Convert df Y to a 1 dimensional numpy array by using .to\_numpy().flatten().  Y\_array = Y.to\_numpy().flatten()  print(f"The shape of the Y array is {Y\_array.shape}")  # Use df X for the X parameter and Y\_array for the y parameter.  clf.fit(X, Y\_array)  # After fitting, use .coef\_ to find the coefficients.  coef = clf.coef\_  coef\_df = pd.DataFrame(coef).rename(columns = {0:"Coef"})  coef\_df |
| **Output:** |  |

**Qn2(c)**

|  |  |
| --- | --- |
| **Code:** | # To find the Esitmated Y values (EY), use .predict() to predict Y using GLM feature.  # .predict() will return the expected value EY.  E\_Y = clf.predict(X)  E\_Y\_df = pd.DataFrame(E\_Y).rename(columns = {0:"EY"})  E\_Y\_df |
| **Output:** |  |

|  |  |
| --- | --- |
| **Code:** | # Defining the function for the Deviance.  # 'for' loop will be used for the summation of the equation  # The list will be the index/row of the observations.  # The equation within the curly braces is D3 and will be split into 2 parts D1 and D2.  # if and else statements will be used for D1 because if Y = 0, D1 will be 0 as well.  # D2 will be the second part of the equation.  # We use 'total = total + D3' to sum the different observations.  # D\_value will x2 the summation (total) and the user-defined function will return D\_value.  def D\_function(Y, EY, index):  total = 0  for i in index:  if Y.iloc[i] == 0:  D1 = 0  else:  D1 = Y.iloc[i]\*np.log(Y.iloc[i]/EY.iloc[i])  D2 = Y.iloc[i] - EY.iloc[i]  D3 = D1 - D2  total = total + D3    D\_value = round(total\*2, 4)  return D\_value  # Create an a list that matches the number of rows/index of df Y and EY. In this case, ranging from 0-39.  index\_list = list(range(0,40))  # Calculating the Deviance. Round to 4dp.  D = D\_function(Y["incidents"], E\_Y\_df["EY"], index\_list)  print(f"The value for D is:\n{D}") |
| **Output:** |  |